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ABSTRACT

The present announcement is an attempt to further improve the methodology for creation of computer educational programs the purpose of which is to develop the euristic abilities of students. We describe two software products that lay the foundations for the creation of a universal framework, aimed at the creation of different development environments for computer dialog-educational programs.
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The main purpose of the educational dialogue computer programs is to ensure, when possible, a better imitation of the individual tutoring of a professional teacher and a student. That is why the basis for the methodological principles of the use of computers in mathematical education is to use the achievements of modern pedagogy and of modern methodology for education without computers. Among the most important of these achievements are the didactic principles and especially the individual approach principle and the activity principle. The other guiding idea is the understanding that a student solves problems in the course of his or her mathematical education not simply because these problems must be solved but because he or she must learn how to solve them on his or her own or with assistance. That is why when problem solving is the purpose and not an auxiliary means in education, a computer mustn’t be used as the tool to solve the problem for the student. [2]

The logical scheme of the educational dialogue computer programs was created in a textual version and as a graph scheme in 1984 by Prof. Ivan Ganchev. Based on this
scheme, the development of applied educational software was started using Basic for 8-bit computers. In 1986-87 Prof. Ivan Ganchev creates the didactic block-scheme, which includes an additional component for error diagnosis, shown on figure 1. In this message we present a new variant on the didactic block-scheme, named “logical-didactic block-scheme”, shown on figure 2 by the third author of the message.

Prior to 1999 every dialog-educational program was implemented as a standalone applied educational software and each program required a separate set of code. At that moment, the third of the authors of this announcement developed a solution, which allowed to enter the contents and the links between the frames of the Microsoft PowerPoint software product. In 2003 the logical scheme of Prov. Ganchev was redesigned into a newer, better structured variant.

**Didicatal block scheme**

made in 1986-87 by prof. Ivan Gantchev

In 2008 the project continued its development and enhancement through the creation of a specialized “Internet-based environment for the development of educational dialogue computer programs”. The product in question has been the topic of the graduate thesis for the OKC Master’s Degree in the Mathematics and Informatics Faculty of Sofia University St. Kliment Ohridski in the Mathematics and Informatics Education department.
In 2009 the second author created “An environment for the development and use of lessons as exercise”. This environment introduces the terms “predictable” and “unpredictable” error. Another novelty is the creation of a unified file format, thanks to which educational dialogue computer programs become portable.

**Logical didactics block-scheme of EDCP**

![Logical didactics block-scheme of EDCP](image)

**LEGEND**

- **Didactical block**, **Logical block**, **Scenario**;
- **Scenario (Help, Correct answer and Wrong answer)**;
- **- Actions, - Activities**;
- **n** – amount of activities, **i** – activities i=1...n,
- **D_i** – Didactical process (Help, Answer), **Help** – ability to use help, **Answer** – availability to provide answer.
- **L_j** – Logical process (correct or wrong answer);
- **j, k, m** – amounts of scenarios in the activity,
- **Scenario of activity**: **Pi_j** – Help, **Pi_k** – Correct, **Pi_l** – Expected wrong answer, **Pi_m** – Unexpected wrong answer.
- **- Progress to scenario; - Progress to didactical block; - Entrance and exit from activity.**
The logical-didactical block scheme of educational dialogue computer programs can be seen in Appendix 1. Each problem is divided into a given number of activities. The textual explanation of the implementation of an activity is as follows:

1. The student enters the didactic block of the “i” activity, where in an informational frame he or she reads the condition of the problem and is given a field to input the answer. In case the student can’t give an answer, he or she is given the opportunity to use help.
   - If the student enters an answer, he or she is taken to point 2.
   - If the student demands help, he or she is taken to point 3.

2. This step is a transition to a logical block, where the computer analyzes the answer passed by the student.
   - If the answer is correct, the next step is point 4.
   - If the answer is wrong, the error is analyzed,
     - If the error is predictable (i.e. it is a frequent error and the teacher has predicted it), the next step is point 2.1.
     - If the error is unpredictable, the next step is point 2.2.

2.1. Specific information about the particular error is shown in the information frame. The system increments the $b_{ij}$ negative coefficient, which influences the final score. The student goes back to point 1., where he or she is given one more chance to solve the problem.

2.2 A standard message, notifying the user that he or she has made a mistake, is shown in the information frame. The system increments the $b_{im}$ (m-1 being the number of predictable errors) negative coefficient, which influences the final score. The student goes back to point 1., where he or she is given one more chance to solve the problem.

3. The system counts the number of the previous time help was requested (if help had already been requested) and the information frame shows the next in line. This is accumulated in the $a_{ij}$ coefficient (j is the index of the occurrence of help request), which is negative for the final score. When the last help option (with index k) is reached, the solution of the problem is displayed and the student goes to point 4. Otherwise, the student goes back to point 1.

4. The end of the activity is reached (step "i" of the problem). A positive for the final score coefficient $c_i$ is accumulated. If this is the last activity in the problem, the problem ends and the student see his or her score. If there is another activity, the student goes to it.
Logical-didactics block-scheme
with elements of automatic rating
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LEGEND

- Scenario (rating);
- \( n \) – amount of activities, \( i=1...n \);
- \( i \) – index of the specific activity;
- \( j \) – index for used help;
- \( a_{ij} \) – coefficient for specific help;
- \( b_{im} \) – coefficient for specific expected wrong answer;
- \( b_{im+1} \) – coefficient for unexpected answer;
- \( c_i \) – positive coefficient for specific activity;
The final score is calculated based on the following formula:

\[ P = \sum_{i=1}^{n} p_i \]

\[ p_i = c_i - h_i - w_i \]

\[ h_i = \sum_{j=1}^{k} a_{ij} \]

\[ w_i = \sum_{q=1}^{m+1} b_{iq} r_{iq} \]

\( P \) – the total score for the whole problem;
\( p_i \) – the score for a particular activity. If \( p_i \leq 0 \), then we assume it is 0;
\( n \) – the number of available activities in the problem;
\( i \) – an index number for the consecutive activity in the problem;
\( c_i \) – a positive coefficient for a particular activity;
\( h_i \) – the accumulated negative coefficients for used help for a particular activity;
\( a_{ij} \) – a coefficient for used help;
\( j \) – an index for used help;
\( k \) – the total number of used helps for a particular activity;
\( w_i \) – the sum of accumulated errors for a particular activity;
\( b_{iq} \) – a coefficient for a particular predictable error. The last coefficient \( b_{m+1} \) is for an unpredictable error;
\( r_{iq} \) – an integer, which shows how many times a particular mistake has been made;
\( q \) – an index for a consecutive predictable or unpredictable error;
\( m \) – the number of available predicted wrong answers for a particular activity.

The dependency in this formula is as follows:

\[ c_i = \sum_{j=1}^{k} a_{ij} \]

In other words, if the student uses all available helps for a given activity, he or she will get 0 scores for that. The author of the problem decides on the relative weights of the error coefficients.
Let’s assume that $Q$ is the maximum score for all the activities in the problem:

$$Q = \sum_{i=1}^{n} c_i$$

In order to calculate the final score $O$, normalized in the $[2, 6]$ range, we use the following formula:

$$O = 2 + \frac{4P}{Q}$$

As you can see, the score criterion depends largely on the $b_{ij}$ error coefficients, which are controlled by the teacher, who creates the problem.

In the Internet-based environment for the development of educational dialogue computer programs, created by the first author, the scheme used is similar to the basic scheme described here.

The main technical means for the implementation of the project are the PHP programming language, the MySQL database and the LaTeX module for mathematical formulas.

As far as the lessons for new topics and the lessons for exercises are concerned, the guiding principles are two – on one hand, the product shouldn’t demand the installation of specialized software and still be accessible to teachers and students, who don’t have special technical knowledge, and on the other hand, the product must give limitless freedom to the creator of the problem to insert dynamic objects and even to add programming logic to the product, provided that he or she has the necessary knowledge to do it.

This product uses for the first time the **automatic student scoring** functionality. This automatic scoring is done depending on the help requested and the mistakes made. Such a program is useful for control tests and term tests in schools. Students can see their score right after the end of the test and their score will not be a subjective one. The probability that a problem is not solved to the end (for instance, the student has given up in the middle of the problem) is also included. In this case the student gets score but the program calculates that all unsolved activities equal 0 points and the problem is marked as “not completely solved”.

The system can be easily translated into different languages. The language settings are contained in a file, where system texts are stored. A beta version of the program can be found at:

http://www.ekai.org/login.php

User (student) accounts can be registered as many times as needed. If you want to register an administrative (teacher) account, please write to philip@abv.bg.
**A part of the software can be seen on the following figures:**

![Educational Dialogue Computer Programs](image)

<table>
<thead>
<tr>
<th>Lessons</th>
<th>Problems</th>
<th>Ratings</th>
<th>Help</th>
<th>Exit</th>
</tr>
</thead>
</table>

**Square equations:**
- Problem 1: Solve the square equation
  - Rating: 2.6
- Problem 2: Geometric example
  - Rating: 4
- Problem 3: This problem is not solved by the end

**Informatics - PHP cycles:**
- Problem 1: if/else
  - Rating: 5
- Problem 2: Do-While
  - Rating: 4.5

---

**List of problems.**

**Ratings over solved problems**

<table>
<thead>
<tr>
<th>Problem Description</th>
<th>Rating</th>
</tr>
</thead>
<tbody>
<tr>
<td>List of problems.</td>
<td></td>
</tr>
</tbody>
</table>

**Note:** Only .jpg, .gif, .jpeg or .png are allowed!
If you leave the field empty the existing image will be deleted.

<table>
<thead>
<tr>
<th>Problem Description</th>
<th>Rating</th>
</tr>
</thead>
<tbody>
<tr>
<td>List of problems.</td>
<td></td>
</tr>
</tbody>
</table>

---

**Image:**

- ![Problem Description](image)

**Note:** The user have to type exactly the same text when solving. It is NOT case sensitive.

**Update**
In the desktop environment for the development of educational dialogue computer programs created by the second author, the idea for the creation of a standardized file format was used for the first time. The standardized file format contains all the necessary information for the description of the dialog-educational program. The creation of such a format allows programs to be stored and ported. In addition to that, implementation of the same educational dialogue computer programs in different environments is also planned. The development and implementation of the file format is the guiding idea for the development of the environment. This is why it is divided into two parts. One part is for the teacher and thanks to it he or she can create scenarios for educational dialogue computer programs. The second part is for the student, who runs them. This approach allows parallel development.

The technical means used for the development of the environment are the Java programming language and the XML format for data storage.

Another innovation in the presented idea is that when help is requested, different models for problem solving are used – the models of Pap, Euclid and Synthes. This way the possible scenarios for solving problems are extended further.

A part of the software can be seen on the following figures:
The described development environments and the announced scheme allow for the first time educational dialogue computer programs to be developed on the basis of unified standards, without requiring programming knowledge from the creator of the problems. The plans for future development of the projects include the creation of a framework – a set of libraries, which can be used for the creation of different environments for the development of educational dialogue computer programs. One of the priorities is the development of a system for the analysis of input data, sent by the student to the logical block.
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РЕЗЮМЕ

В настоящото съобщение е направен опит за по-нататъшно усъвършенстване на начина за създаване на компютърни програми за обучение, осигуряващи развитие на евристични способности на учениците. Представени ви са два софтуерни продукта, които полагат основите за създаване на универсален framework, чрез който да се създават за различни среди разработка на компютърни диалого-во-обучаващи програми.

Ключови думи: сценарий, помощ, диагностика на грешка, действие, дейност, автоматично оценяване.